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# Ejercicio 1.

Un agente de ventas realiza su trabajo en tres localidades A, B y C. Para evitar desplazamientos innecesarios está todo el día en la misma ciudad y allí pernocta, desplazándose a otra localidad al día siguiente, si no tiene suficiente trabajo. después de estar trabajando un día en C, la probabilidad de tener que seguir trabajando en ella al día siguiente es 0.4, la de tener que viajar a B es 0.4, y la de tener que ir a A es 0.2. Si el viajante duerme un día en B, con probabilidad de 20% tendrá que seguir trabajando en la misma localidad al día siguiente en el 60% de los casos viajará a C mientras que irá a A con probabilidad 0.2. Por último si el agente de ventas trabaja todo un día en A, permanecerá en esa misma localidad, al día siguiente, con una probabilidad 0.1, irá a B con una probabilidad 0.3 y a C con una probabilidad de 0.6.

la ubicación del vendedor en el día t

Los estados: Correspondientes a las tres diferentes ciudades.

Temporalidad: Por día

$\left[\begin{array}0 0.1,0.3,0.6\\0,2,0.2,0.6\\0.2,0.4,0.4\end{array}\right]$

library(markovchain)

## Package: markovchain  
## Version: 0.8.6  
## Date: 2021-05-17  
## BugReport: https://github.com/spedygiorgio/markovchain/issues

statesNames = c("A","B","C")  
mc\_p1 <- new("markovchain",transitionMatrix = matrix(c(0.1,0.3,0.6,0.2,0.2,0.6,0.2,0.4,0.4),byrow = TRUE,nrow = 3,dimnames = list(statesNames,statesNames)))  
mc\_p1

## Unnamed Markov chain   
## A 3 - dimensional discrete Markov Chain defined by the following states:   
## A, B, C   
## The transition matrix (by rows) is defined as follows:   
## A B C  
## A 0.1 0.3 0.6  
## B 0.2 0.2 0.6  
## C 0.2 0.4 0.4

Digarama de transición de estados:

plot(mc\_p1)
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#Calculamos la matriz de 4 pasos  
mc\_p1^4

## Unnamed Markov chain^4   
## A 3 - dimensional discrete Markov Chain defined by the following states:   
## A, B, C   
## The transition matrix (by rows) is defined as follows:   
## A B C  
## A 0.1819 0.3189 0.4992  
## B 0.1818 0.3190 0.4992  
## C 0.1818 0.3174 0.5008

***La probabilidad de que tambíen tenga que trabajar en C al cabo de cuatro días es 0.5008 o 50.08%***

1. Cuales son los porcentajes de días en los que el agente de ventas está en cada una de las tres localidades?

print(mc\_p1^7)

## A B C  
## A 0.1818181 0.3181755 0.5000064  
## B 0.1818182 0.3181754 0.5000064  
## C 0.1818182 0.3181882 0.4999936

print(mc\_p1^30)

## A B C  
## A 0.1818182 0.3181818 0.5  
## B 0.1818182 0.3181818 0.5  
## C 0.1818182 0.3181818 0.5

print(mc\_p1^365)

## A B C  
## A 0.1818182 0.3181818 0.5  
## B 0.1818182 0.3181818 0.5  
## C 0.1818182 0.3181818 0.5

***Los porcentajes de días en los que el agente de ventas está en cada una de las tres localidades son 18.18%, 31.81% y 50%, respectivamente.***

# Ejercicio 2.

Una computadora se inspecciona cada hora. Se encuentra que está trabajando o que está descompuesta. En el primer caso, la probabilidad de que siga así la siguiente hora es de 0.95. Si está descompuesta, se repara, lo que puede llevar más de una hora. Siempre que la computadora esté descompuesta (sin importar cuánto tiempo pase), la probabilidad de que siga descompuesta una hora más es de 0.5

Mi variable aleatoria es: $X(T) = {$Inspección de una computadora en la hora t$}$

Los estados: $M = {"Trabajando","Descompuesta"}$ Dos estados.

Temporalidad por hora.

$\left[\begin{array}0 0.95,0.05\\0,5,0.5\end{array}\right]$

statesNames = c("Trabajando","Descompuesta")  
mc\_p2 <- new("markovchain",transitionMatrix = matrix(c(0.95,0.05,0.5,0.5),byrow = TRUE,nrow = 2,dimnames = list(statesNames,statesNames)))  
mc\_p2

## Unnamed Markov chain   
## A 2 - dimensional discrete Markov Chain defined by the following states:   
## Trabajando, Descompuesta   
## The transition matrix (by rows) is defined as follows:   
## Trabajando Descompuesta  
## Trabajando 0.95 0.05  
## Descompuesta 0.50 0.50

b)Encuentre el tiempo

print( meanFirstPassageTime(mc\_p2))

## Trabajando Descompuesta  
## Trabajando 0 20  
## Descompuesta 2 0

# Ejercicio 3.

Una partícula se mueve sobre un círculo por puntos 0, 1, 2, 3, 4 (en el sentido de las manecillas del reloj). La partícula comienza en el punto 0. En cada paso tiene probabilidad de 0.5 de moverse un punto en el sentido de las manecillas del reloj (0 sigue al 4) y un aprobabilidad de 0.5 de moverse en punto en el sentido opuesto. Sea Xn(n>=0) la localización en el círculo después de paso n. {Xn} es entonces una cadena de Markov.

Mi variable aleatoria es: La posición de la partícula dentro de un circulot.

Los estados: $M = {“0”,“1”,“2”,“3”,“4”}$5 estados correspondientes a los puntos marcados en el círculo.

Temporalidad: Por paso $\left[\begin{array}00,0.5,0,0,0.5\\0.5,0,0.5,0,0\\0,0.5,0,0.5,0\\0,0,0.5,0,0.5\\0.5,0,0,0.5,0\end{array}\right]$

a)Encuentre la matriz de transición(de un paso)

statesNames = c("0","1","2","3","4")  
mc\_p3 <- new("markovchain",transitionMatrix = matrix(c(0,0.5,0,0,0.5,0.5,0,0.5,0,0,0,0.5,0,0.5,0,0,0,0.5,0,0.5,0.5,0,0,0.5,0),byrow = TRUE,nrow = 5,dimnames = list(statesNames,statesNames)))  
plot(mc\_p3)
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i)Determinar la matriz de transición de n pasos para n = 5,10,20,40, 80.

print(mc\_p3^5)

## 0 1 2 3 4  
## 0 0.06250 0.31250 0.15625 0.15625 0.31250  
## 1 0.31250 0.06250 0.31250 0.15625 0.15625  
## 2 0.15625 0.31250 0.06250 0.31250 0.15625  
## 3 0.15625 0.15625 0.31250 0.06250 0.31250  
## 4 0.31250 0.15625 0.15625 0.31250 0.06250

print(mc\_p3^10)

## 0 1 2 3 4  
## 0 0.2480469 0.1611328 0.2148438 0.2148438 0.1611328  
## 1 0.1611328 0.2480469 0.1611328 0.2148438 0.2148438  
## 2 0.2148438 0.1611328 0.2480469 0.1611328 0.2148438  
## 3 0.2148438 0.2148438 0.1611328 0.2480469 0.1611328  
## 4 0.1611328 0.2148438 0.2148438 0.1611328 0.2480469

print(mc\_p3^20)

## 0 1 2 3 4  
## 0 0.2057705 0.1953316 0.2017832 0.2017832 0.1953316  
## 1 0.1953316 0.2057705 0.1953316 0.2017832 0.2017832  
## 2 0.2017832 0.1953316 0.2057705 0.1953316 0.2017832  
## 3 0.2017832 0.2017832 0.1953316 0.2057705 0.1953316  
## 4 0.1953316 0.2017832 0.2017832 0.1953316 0.2057705

print(mc\_p3^40)

## 0 1 2 3 4  
## 0 0.2000832 0.1999327 0.2000257 0.2000257 0.1999327  
## 1 0.1999327 0.2000832 0.1999327 0.2000257 0.2000257  
## 2 0.2000257 0.1999327 0.2000832 0.1999327 0.2000257  
## 3 0.2000257 0.2000257 0.1999327 0.2000832 0.1999327  
## 4 0.1999327 0.2000257 0.2000257 0.1999327 0.2000832

print(mc\_p3^80)

## 0 1 2 3 4  
## 0 0.2 0.2 0.2 0.2 0.2  
## 1 0.2 0.2 0.2 0.2 0.2  
## 2 0.2 0.2 0.2 0.2 0.2  
## 3 0.2 0.2 0.2 0.2 0.2  
## 4 0.2 0.2 0.2 0.2 0.2

ii)Determinar las probabilidades de estado estable de los estados de la cadena de Markov. Compare las probabilidades de la matriz de transición de n pasos que se obtuvo en el inciso anterior con estas probabiidades de estado establo conforme n crece.

print(steadyStates(mc\_p3))

## 0 1 2 3 4  
## [1,] 0.2 0.2 0.2 0.2 0.2

# Ejercicio 4.

Un juego de lanzamiento de dados utiliza una cuadrícula de cuatro casillas. Las casillas están designadas en sentido horario como A, B, C y D con retribuciones monetarias $4,$-2,$-6,$9, respectivamente. Comenzando en la casilla A, lanzamos el dado para determinar la siguiente casilla a la que nos moveremos en el sentido de las manecillas del reloj. Por ejemplo, si el dado muestra 2, nos movemos a la casilla C. El juego se repite utilizando la última casilla como punto inicial.

Mi variable aleatoria es: La ubicación en la cuadrícula en el lanzamiento t

Los estados: $M = {"A","B","C","D"}$ 4 estados correspondientes a las casillas.

Temporalidad: por lanzamiento $\left[\begin{array}0 1/6,2/6,2/6,1/6\\1/6,1/6,2/6,2/6\\2/6,1/6,1/6,2/6\\2/6,2/6,1/6,1/6\end{array}\right]$

statesNames = c("A","B","C","D")  
mc\_p4 <- new("markovchain",transitionMatrix = matrix(c(1/6, 2/6, 2/6, 1/6, 1/6, 1/6, 2/6, 2/6, 2/6, 1/6, 1/6, 2/6, 2/6, 2/6, 1/6, 1/6),byrow = TRUE,nrow = 4,dimnames = list(statesNames,statesNames)))  
mc\_p4

## Unnamed Markov chain   
## A 4 - dimensional discrete Markov Chain defined by the following states:   
## A, B, C, D   
## The transition matrix (by rows) is defined as follows:   
## A B C D  
## A 0.1666667 0.3333333 0.3333333 0.1666667  
## B 0.1666667 0.1666667 0.3333333 0.3333333  
## C 0.3333333 0.1666667 0.1666667 0.3333333  
## D 0.3333333 0.3333333 0.1666667 0.1666667

1. Exprese el problema como una cadena de markov.

print(mc\_p4)

## A B C D  
## A 0.1666667 0.3333333 0.3333333 0.1666667  
## B 0.1666667 0.1666667 0.3333333 0.3333333  
## C 0.3333333 0.1666667 0.1666667 0.3333333  
## D 0.3333333 0.3333333 0.1666667 0.1666667

b)Determine la ganancia o pérdida despues de lanzar el dado 5 veces

#Se calcula la matriz de 5 pasos  
m5p4 <- mc\_p4^5  
print(m5p4)

## A B C D  
## A 0.2502572 0.2497428 0.2497428 0.2502572  
## B 0.2502572 0.2502572 0.2497428 0.2497428  
## C 0.2497428 0.2502572 0.2502572 0.2497428  
## D 0.2497428 0.2497428 0.2502572 0.2502572

#calcular la ganancia/pérdida esperados  
Ct <- c(4,-2,-6,9)  
print(sum(m5p4\*Ct))

## [1] 5

***La ganancia esperada despues de lanzr el dado 5 veces es de $5***

# Ejercicio 5.

Los estudiantes en una universidad han expresado un disgusto por el rápido paso al cual el departamento de matemáticas está impartiendo el Cal 1 de un semestre. para afrontar este problema, el departamento de matemáticas ahora está ofreciento Cal 1 en 4 módulosl Los estudiantes establecerán su paso individual para cada módulo y, cuando estén listos, harán un examen que los llevará al siguiente módulo. Los exámenes se aplican una vez cada 4 semanas, de modo que un estudiante diligente puede completar 4 módulos en un semestre. Después de un par de años con este programa, 20% de los estudiantes completa el primer módulo a tiempo. Los porcentajes para los módulos del 2 al 4 fueros de 22, 25 y 30%, respectivamente.

Mi variable aleatoria es: El paso de cal 1 de un estudiante

Los estados: $M = {"Modulo 1","Modulo 2","Modulo 3","Modulo 4","Cal 2"}$ 5 Modulos de cal 1 e inicio de cal 2.

Temporalidad: por mes(4 Semanas) $\left[\begin{array}0 0.8,0.2,0,0,0\\0,0.78,0.22,0,0\\0,0,0.75,0.25,0\\0,0,0,0.7,0.3\\0,0,0,0,1\end{array}\right]$

1. Exprese el problema como una cadena de Markov. ***Propiedad markoviana para los 5 estados***

library(markovchain)  
statesNames = c("Modulo 1","Modulo 2","Modulo 3","Modulo 4","Cal 2")  
mc\_p5 <- new("markovchain",transitionMatrix = matrix(c(0.8,0.2,0,0,0,0,0.78,0.22,0,0,0,0,0.75,0.25,0,0,0,0,0.7,0.3,0,0,0,0,1),byrow = TRUE,nrow = 5,dimnames = list(statesNames,statesNames)))  
mc\_p5

## Unnamed Markov chain   
## A 5 - dimensional discrete Markov Chain defined by the following states:   
## Modulo 1, Modulo 2, Modulo 3, Modulo 4, Cal 2   
## The transition matrix (by rows) is defined as follows:   
## Modulo 1 Modulo 2 Modulo 3 Modulo 4 Cal 2  
## Modulo 1 0.8 0.20 0.00 0.00 0.0  
## Modulo 2 0.0 0.78 0.22 0.00 0.0  
## Modulo 3 0.0 0.00 0.75 0.25 0.0  
## Modulo 4 0.0 0.00 0.00 0.70 0.3  
## Cal 2 0.0 0.00 0.00 0.00 1.0

plot(mc\_p5)

![](data:image/png;base64,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)

b)En promedio, un estudiante que inicio el modulo 1 al principio el semestre actual ¿será capaz de llevar el módulo 2 el siguiente semestre? (El cal 1 es un prerrequisito para el cal 2)

#Debemos obtener la matriz a 5 pasos  
print(mc\_p5^5)

## Modulo 1 Modulo 2 Modulo 3 Modulo 4 Cal 2  
## Modulo 1 0.32768 0.3896256 0.2062455 0.0631499 0.0132990  
## Modulo 2 0.00000 0.2887174 0.3770268 0.2262319 0.1080239  
## Modulo 3 0.00000 0.0000000 0.2373047 0.3461734 0.4165219  
## Modulo 4 0.00000 0.0000000 0.0000000 0.1680700 0.8319300  
## Cal 2 0.00000 0.0000000 0.0000000 0.0000000 1.0000000

# La probabilidad que nos interesa es modulo 1 -> modulo 2

***En promedio, un estudiante que que inició el modulo 1 al principio del semestre actual será capaz de llevar el módulo 2 el siguiente semestre con una probabilidad de 0.3896***

1. Un estudiante que haya completado sólo un módulo el semestre anterior ¿será capaz de terminar el cal 1 al final del semestre actual?

# Como el terminar cal 1 quiere decir que llegara al estado cal 2. Y como cal 2 es un estado absorbente, calculamos la probabilidad de absorbencia.  
  
print(absorptionProbabilities(mc\_p5))

## Cal 2  
## Modulo 1 1  
## Modulo 2 1  
## Modulo 3 1  
## Modulo 4 1

print(meanAbsorptionTime(mc\_p5))

## Modulo 1 Modulo 2 Modulo 3 Modulo 4   
## 16.878788 11.878788 7.333333 3.333333

***El 1.3% de los estudiantes que hayan completado el modulo 1 al principio del semestre será capaz de terminar el cal 1 al final de semestre actual.El 10.80% de los estudiantes que hayan completado el modulo 2 al principio del semestre será capaz de terminar el cal 1 al final de semestre actual. El 41.6% de los estudiantes que hayan completado el modulo 3 al principio del semestre será capaz de terminar el cal 1 al final de semestre actual. El 83.1% de los estudiantes que hayan completado el modulo 4 al principio del semestre será capaz de terminar el cal 1 al final de semestre actual.***

1. ¿Recoienda aplicar la idea del módulo a otras materias básicas? Explique.

print(steadyStates(mc\_p5))

## Modulo 1 Modulo 2 Modulo 3 Modulo 4 Cal 2  
## [1,] 0 0 0 0 1

print(mc\_p5^10)

## Modulo 1 Modulo 2 Modulo 3 Modulo 4 Cal 2  
## Modulo 1 0.1073742 0.24016424 0.26342485 0.19084901 0.1981877  
## Modulo 2 0.0000000 0.08335776 0.19832445 0.23385656 0.4844612  
## Modulo 3 0.0000000 0.00000000 0.05631351 0.14032995 0.8033565  
## Modulo 4 0.0000000 0.00000000 0.00000000 0.02824752 0.9717525  
## Cal 2 0.0000000 0.00000000 0.00000000 0.00000000 1.0000000

print(mc\_p5^15)

## Modulo 1 Modulo 2 Modulo 3 Modulo 4 Cal 2  
## Modulo 1 0.03518437 0.11117534 0.17520575 0.184380155 0.4940544  
## Modulo 2 0.00000000 0.02406684 0.07849143 0.126817112 0.7706246  
## Modulo 3 0.00000000 0.00000000 0.01336346 0.043079498 0.9435570  
## Modulo 4 0.00000000 0.00000000 0.00000000 0.004747562 0.9952524  
## Cal 2 0.00000000 0.00000000 0.00000000 0.000000000 1.0000000

print(mc\_p5^120)

## Modulo 1 Modulo 2 Modulo 3 Modulo 4 Cal 2  
## Modulo 1 2.348543e-12 2.235991e-11 9.511191e-11 2.326957e-10 1  
## Modulo 2 0.000000e+00 1.125518e-13 8.179211e-13 2.542022e-12 1  
## Modulo 3 0.000000e+00 0.000000e+00 1.017072e-15 5.084068e-15 1  
## Modulo 4 0.000000e+00 0.000000e+00 0.000000e+00 2.580862e-19 1  
## Cal 2 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00 1

# Ejercicio 6.

Un fabricante de videograbadoras está tan seguro de su calidad que ofrece garantía de reposición total si un aparato falla dentro de los dos primeros años. Con base en datos compilados, la compañía ha notado que sólo 1% de sus grabadoras fallan durante el primer año, mientras que 5% de ellas sobreviven el primer año pero fallan durante el segundo. La garantía no cubre grabadoras ya reemplazadas.

Mi variable aleatoria es:

$X(t) = {$La garantía de reposición$}$

Estados:

$M={"A", "B", "C","D"}$

Temporalidad:

Por año

$\left[\begin{array} 00,0.99,0.01,0 \\ 0,0,0.05,0.95 \\ 0,0,1,0 \\ 0,0,0,1 \end{array}\right]$

a)Formule la evolución del estado de una grabadora como una cadena de Markov cuyos estados incluyen dos estados absorbentes que representan la necesidad de cubrir la garantía o el hecho de que una grabadora sobreviva el periodo de garantía. Después construya la matriz de transición (de un paso).

m <- matrix(c(0,0.99,0.01,0,0,0,0.05,0.95,0,0,1,0,0,0,0,1), ncol = 4, byrow = TRUE)  
mc\_p6 <- new('markovchain',states = c("Primer año funcionando", "Segundo año funcionando", "Se aplica garantía", "Finaliza la garantía"), transitionMatrix=m)  
mc\_p6

## Unnamed Markov chain   
## A 4 - dimensional discrete Markov Chain defined by the following states:   
## Primer año funcionando, Segundo año funcionando, Se aplica garantía, Finaliza la garantía   
## The transition matrix (by rows) is defined as follows:   
## Primer año funcionando Segundo año funcionando  
## Primer año funcionando 0 0.99  
## Segundo año funcionando 0 0.00  
## Se aplica garantía 0 0.00  
## Finaliza la garantía 0 0.00  
## Se aplica garantía Finaliza la garantía  
## Primer año funcionando 0.01 0.00  
## Segundo año funcionando 0.05 0.95  
## Se aplica garantía 1.00 0.00  
## Finaliza la garantía 0.00 1.00

b)Encuentre la probabilidad de que el fabricante tenga que cubrir una garantía.

absorptionProbabilities(mc\_p6)

## Se aplica garantía Finaliza la garantía  
## Primer año funcionando 0.0595 0.9405  
## Segundo año funcionando 0.0500 0.9500

# Ejercicio 7.

Una agencia de renta de automóviles tiene oficinas en Phoenix, Denver, Chicago y Atlanta. La agencia permite rentas de una y en dos direcciones de modo que los automóviles rentados en un lugar pueden terminar en otro. Las estadísticas muestran que al final de cada semana 70% de todas las rentas son en dos direcciones. En cuanto a las rentas en una dirección: Desde Phoenix, 20% van a Denver, 60% a Chicago, y el resto va a Atlanta; desde Denver, 40% va a Atlanta y 60% a chicago, 50% va a Atlanta y el resto a Denver; y desde Atlanta, 80% va a Chicago, 10% a Denver, y 10% a Phoenix.

Mi variable aleatoria es: La ubicación donde se enccuentra un auto

Los estados: $M = {"Phoenix","Denver","Chicago","Atlanta"}$ 4 estados/ciudades.

Temporalidad: Por semana $\left[\begin{array}0 0,0.2,0.6,0.2\\0,0,0.6,0.4\\0,0.5,0,0.5\\0.1,0.1,0.8,0\end{array}\right]$

1. Exprese la situación como una cadena de Markov.

statesNames = c("Phoenix","Denver","Chicago","Atlanta")  
mc\_p7 <- new("markovchain",transitionMatrix = matrix(c(0,0.2,0.6,0.2,0,0,0.6,0.4,0,0.5,0,0.5,0.1,0.1,0.8,0),byrow = TRUE,nrow = 4,dimnames = list(statesNames,statesNames)))  
print(mc\_p7)

## Phoenix Denver Chicago Atlanta  
## Phoenix 0.0 0.2 0.6 0.2  
## Denver 0.0 0.0 0.6 0.4  
## Chicago 0.0 0.5 0.0 0.5  
## Atlanta 0.1 0.1 0.8 0.0

plot(mc\_p7)

![](data:image/png;base64,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)

print(summary(mc\_p7))

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## Phoenix Denver Chicago Atlanta   
## Recurrent classes:   
## {Phoenix,Denver,Chicago,Atlanta}  
## Transient classes:   
## NONE   
## The Markov chain is irreducible   
## The absorbing states are: NONE  
## $closedClasses  
## $closedClasses[[1]]  
## [1] "Phoenix" "Denver" "Chicago" "Atlanta"  
##   
##   
## $recurrentClasses  
## $recurrentClasses[[1]]  
## [1] "Phoenix" "Denver" "Chicago" "Atlanta"  
##   
##   
## $transientClasses  
## list()

1. Si la agencia inicia la semana con 100 autos en cada lugar, ¿cómo será la distribucion en dos semanas?

print(mc\_p7^2)

## Phoenix Denver Chicago Atlanta  
## Phoenix 0.02 0.32 0.28 0.38  
## Denver 0.04 0.34 0.32 0.30  
## Chicago 0.05 0.05 0.70 0.20  
## Atlanta 0.00 0.42 0.12 0.46

autos <- c(100,100,100,100)  
print(autos\*(mc\_p7^2))

## Phoenix Denver Chicago Atlanta  
## [1,] 11 113 142 134

***La distribución después de dos semanas será de 11, 113, 142y 134 autos para cada ciudad Phoenix, Denver, Chicago y Atlanta, respectivamente***

1. Si cada lugar está diseñado para manejar un máximo de 110 autos, ¿habría a la larga un problema de disponibilidad de espacio en cualquiera de los lugares?

probEstadoEstable <- steadyStates(mc\_p7)  
print(autos\*probEstadoEstable)

## Phoenix Denver Chicago Atlanta  
## [1,] 3.108348 24.42274 41.38544 31.08348

***A la larga no habria un problema de disponibilidad de espacio en cualquiera de los lugares.***

1. Determine el promedioi de semanas que transcurren antes de que un auto regrese a su lugar de origen.

print(meanRecurrenceTime(mc\_p7))

## Phoenix Denver Chicago Atlanta   
## 32.171429 4.094545 2.416309 3.217143

***El promedio de semanas que transcurren antes de que un auto regrese a su lugar de origen es de 32, 4, 2 y 3 semanas, respectivamente***

# Ejercicio 8.

Suponga que una red de comunicaciones transmite dígitos binarios, 0 o 1, y que cada dígito se transmite 10 veces sucesivas. Durante cada transmisión, la probabilidad de que ese dígito se transmita correctamente es de 0.995. En otras palabras, existe una probabilidad de 0.005 de que el dígito transmitido se registre con el valor opuesto al final de la transmisión. Para cada transmisión después de la primera, el dígito transmitido es el que se registra al final de la transmisión anterior. Si X0 denota el dígito binario que entra al sistema, X1 el dígito binario que se apunta después de la primera transmisión, X2 el dígito binario que se anota después de la segunda transmisión, . . ., entonces {Xn} es una cadena de Markov.

La variable aleatoria es: .

Los estados: $M = {"0","1"}$

Matriz de transición (a 1 paso):

$\left[ \begin{array},0.995,0.005\\0.005,0.995\end{array}\right]$

library(markovchain)  
statesNames = c("0","1")  
mc\_p8 <- new ("markovchain",transitionMatrix = matrix (c(0.995,0.005,0.005,0.995), byrow = TRUE, nrow = 2, dimnames=list(statesNames,statesNames)))  
mc\_p8

## Unnamed Markov chain   
## A 2 - dimensional discrete Markov Chain defined by the following states:   
## 0, 1   
## The transition matrix (by rows) is defined as follows:   
## 0 1  
## 0 0.995 0.005  
## 1 0.005 0.995

1. Determine la matriz de transición (de un paso).

print(mc\_p8)

## 0 1  
## 0 0.995 0.005  
## 1 0.005 0.995

1. Encuentre la matriz de transición de 10 pasos P(10). Utilice este resultado para identificar la probabilidad de que un dígito que entra a la red se registre correctamente después de la última transmisión.

print(mc\_p8^10)

## 0 1  
## 0 0.95219104 0.04780896  
## 1 0.04780896 0.95219104

1. Suponga que la red sere diseña para mejorar la probabilidad de la exactitud de una sola transmisión de 0.995 a 0.998. Repita el inciso b) para encontrar la nueva probabilidad de que un dígito que entra a la red se registre correctamente después de la última transmisión.

library(markovchain)  
statesNames = c("0","1")  
mc2\_p8 <- new ("markovchain",transitionMatrix = matrix (c(0.998,0.002,0.002,0.998), byrow = TRUE, nrow = 2, dimnames=list(statesNames,statesNames)))  
mc2\_p8

## Unnamed Markov chain   
## A 2 - dimensional discrete Markov Chain defined by the following states:   
## 0, 1   
## The transition matrix (by rows) is defined as follows:   
## 0 1  
## 0 0.998 0.002  
## 1 0.002 0.998

print(mc2\_p8^10)

## 0 1  
## 0 0.98035619 0.01964381  
## 1 0.01964381 0.98035619

# Ejercicio 9.

Dadas las siguientes matrices de transición (de un paso) de una cadena de Markov, determine las clases de las cadenas de Markov y si son recurrentes o no.

1. $\left[\begin{array}0 0, 0, 1/3, 2/3\\1, 0, 0, 0\\ 0, 1, 0, 0\\0, 1, 0, 0\end{array}\right]$

library(markovchain)  
statesNames = c("0", "1", "2", "3")  
mc\_p9a <- new("markovchain", transitionMatrix = matrix(c(0, 0, 1/3, 2/3, 1, 0, 0, 0, 0, 1, 0, 0, 0, 1, 0, 0), byrow = TRUE, nrow = 4, dimnames = list(statesNames,statesNames)))  
  
summary(mc\_p9a)

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## 0 1 2 3   
## Recurrent classes:   
## {0,1,2,3}  
## Transient classes:   
## NONE   
## The Markov chain is irreducible   
## The absorbing states are: NONE

print(mc\_p9a)

## 0 1 2 3  
## 0 0 0 0.3333333 0.6666667  
## 1 1 0 0.0000000 0.0000000  
## 2 0 1 0.0000000 0.0000000  
## 3 0 1 0.0000000 0.0000000

#Estados Recurrentes  
recurrentStates(mc\_p9a)

## [1] "0" "1" "2" "3"

#Estados Transitorios  
transientStates(mc\_p9a)

## character(0)

#Clases Recurrentes  
recurrentClasses(mc\_p9a)

## [[1]]  
## [1] "0" "1" "2" "3"

#Clases Transitorias  
transientClasses(mc\_p9a)

## list()

***Tenemos que hay 4 clases que estan cerradas y una clase recurrente que utiliza 4 estados***

1. $\left[\begin{array}0 1, 0, 0, 0\\0, 1/2, 1/2, 0\\ 0, 1/2, 1/2, 0\\1/2, 0, 0, 1/2\end{array}\right]$

statesNames = c("0", "1", "2", "3")  
  
mc\_p9b <- new("markovchain", transitionMatrix = matrix(c(1, 0, 0, 0, 0, 1/2, 1/2, 0, 0, 1/2, 1/2, 0, 1/2, 0, 0, 1/2), byrow = TRUE, nrow = 4, dimnames = list(statesNames,statesNames)))  
  
summary(mc\_p9b)

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## 0   
## 1 2   
## Recurrent classes:   
## {0},{1,2}  
## Transient classes:   
## {3}  
## The Markov chain is not irreducible   
## The absorbing states are: 0

print(mc\_p9b)

## 0 1 2 3  
## 0 1.0 0.0 0.0 0.0  
## 1 0.0 0.5 0.5 0.0  
## 2 0.0 0.5 0.5 0.0  
## 3 0.5 0.0 0.0 0.5

***No tenemos clases cerradas y nuestra clase recurrente esta en 0 y otras en 1 y 2, tambien tenemos clase transitoria que se crea gracias al estado 3***

recurrentStates(mc\_p9b)

## [1] "0" "1" "2"

transientStates(mc\_p9b)

## [1] "3"

1. $\left[\begin{array}0 0, 1/3, 1/3, 1/3\\1/3, 0, 1/3, 1/3\\ 1/3, 1/3, 0, 1/3\\1/3, 1/3, 1/3, 0\end{array}\right]$

statesNames = c("0", "1", "2", "3")  
  
mc\_p9c <- new("markovchain", transitionMatrix = matrix(c(0, 1/3, 1/3, 1/3, 1/3, 0, 1/3, 1/3, 1/3, 1/3, 0, 1/3, 1/3, 1/3, 1/3, 0), byrow = TRUE, nrow = 4, dimnames = list(statesNames,statesNames)))  
  
summary(mc\_p9c)

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## 0 1 2 3   
## Recurrent classes:   
## {0,1,2,3}  
## Transient classes:   
## NONE   
## The Markov chain is irreducible   
## The absorbing states are: NONE

print(mc\_p9c)

## 0 1 2 3  
## 0 0.0000000 0.3333333 0.3333333 0.3333333  
## 1 0.3333333 0.0000000 0.3333333 0.3333333  
## 2 0.3333333 0.3333333 0.0000000 0.3333333  
## 3 0.3333333 0.3333333 0.3333333 0.0000000

***Se cierran 4 clases y nos queda una clase que es recurrente que tiene 4 estados.***

recurrentStates(mc\_p9c)

## [1] "0" "1" "2" "3"

1. $\left[\begin{array}0 0, 0, 1\\1/2, 1/2, 0\\ 0, 1, 0\end{array}\right]$

statesNames = c("0", "1", "2")  
  
mc\_p9d <- new("markovchain", transitionMatrix = matrix(c(0, 0, 1, 1/2, 1/2, 0, 0, 1, 0), byrow = TRUE, nrow = 3, dimnames = list(statesNames,statesNames)))  
summary(mc\_p9d)

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## 0 1 2   
## Recurrent classes:   
## {0,1,2}  
## Transient classes:   
## NONE   
## The Markov chain is irreducible   
## The absorbing states are: NONE

print(mc\_p9d)

## 0 1 2  
## 0 0.0 0.0 1  
## 1 0.5 0.5 0  
## 2 0.0 1.0 0

recurrentStates(mc\_p9d)

## [1] "0" "1" "2"

1. $\left[\begin{array}0 1/4, 3/4, 0, 0, 0\\3/4, 1/4, 0, 0, 0\\ 1/3, 1/3, 1/3, 0, 0\\ 0, 0, 0, 3/4, 1/4\\0, 0, 0, 1/4, 3/4\end{array}\right]$

statesNames = c("0", "1", "2", "3", "4")  
  
mc\_p9e <- new("markovchain", transitionMatrix = matrix(c(1/4, 3/4, 0, 0, 0, 3/4, 1/4, 0, 0, 0, 1/3, 1/3, 1/3, 0, 0, 0, 0, 0, 3/4, 1/4, 0, 0, 0, 1/4, 3/4), byrow = TRUE, nrow = 5, dimnames = list(statesNames,statesNames)))  
  
summary(mc\_p9e )

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## 0 1   
## 3 4   
## Recurrent classes:   
## {0,1},{3,4}  
## Transient classes:   
## {2}  
## The Markov chain is not irreducible   
## The absorbing states are: NONE

print(mc\_p9e )

## 0 1 2 3 4  
## 0 0.2500000 0.7500000 0.0000000 0.00 0.00  
## 1 0.7500000 0.2500000 0.0000000 0.00 0.00  
## 2 0.3333333 0.3333333 0.3333333 0.00 0.00  
## 3 0.0000000 0.0000000 0.0000000 0.75 0.25  
## 4 0.0000000 0.0000000 0.0000000 0.25 0.75

***Ahora nos quedan 2 clases reccurentes con 2 estados y 1 transitoria, en este caso tenemos 4 estados***

recurrentStates(mc\_p9e )

## [1] "0" "1" "3" "4"

***Nuestra clase transitoria solamente tiene un estado***

transientStates(mc\_p9e )

## [1] "2"

# Ejercicio 10.

En una Unidad de Cuidados Intensivos en un determinado hospital, cada paciente es clasificado de acuerdo a un estado crítico, serio o estable. Estas clasificaciones son actualizadas cada mañana por un médico internista,de acuerdo a la evaluación experimentada por el paciente. Las probabilidades con las cuales cada paciente se mueve de un estado a otro se resumen en la tabla que sigue:

Mi variable aleatoria es: $x(t) = {$Estado critico en el que el paciente es clasificado$}$

Los estados: $M = {"Critico", "Serio","Estable"}$ Estados Críticos

Temporalidad: Por día

1. ¿Cuál es la probabilidad que un paciente en estado crítico un día Jueves esté estable el día Sábado?

statesNames = c("Critico", "Serio","Estable")  
mc\_p10= new ("markovchain", transitionMatrix = matrix   
(c(0.6,0.3,0.1,0.4,0.4,0.2,0.1,0.4,0.5), byrow = TRUE , nrow = 3, dimnames = list(statesNames, statesNames)))  
mc\_p10

## Unnamed Markov chain   
## A 3 - dimensional discrete Markov Chain defined by the following states:   
## Critico, Serio, Estable   
## The transition matrix (by rows) is defined as follows:   
## Critico Serio Estable  
## Critico 0.6 0.3 0.1  
## Serio 0.4 0.4 0.2  
## Estable 0.1 0.4 0.5

plot(mc\_p10)
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estado = c(1, 0, 0)  
print(estado\*(mc\_p10^2))

## Critico Serio Estable  
## [1,] 0.49 0.34 0.17

***La probabilidad que un paciente en estado crítico un día Jueves esté estable el día Sábado es de 17%***

1. ¿Cuál es la probabilidad que un paciente que está en estado estable el Lunes experimente alguna complicación y no esté estable nuevamente el Miércoles?

estadoCom = c(0, 0, 1)  
print(estadoCom\*(mc\_p10^2))

## Critico Serio Estable  
## [1,] 0.27 0.39 0.34

***La probabilidad que un paciente que está en estado estable el Lunes experimente alguna complicación y no esté estable nuevamente el Miércoles es de 66%, que resulta de sumar la probabilidad del estado critico y el estado serio***

1. ¿Qué porcentaje de la Unidad de Cuidados Intensivos usted diseñaría y equiparía para pacientes en estado crítico?

esta = c(1, 1, 1)  
probEstadoEstable = steadyStates(mc\_p10)  
print(esta\*probEstadoEstable)

## Critico Serio Estable  
## [1,] 0.4150943 0.3584906 0.2264151

***El porcentaje de la Unidad de Cuidados Intensivos para pacientes en estado crítico es de 41.5%***

# Ejercicio 11

los estados Una empresa está considerando utilizar Cadenas de Markov para analizar los cambios en las preferencias de los usuarios por tres marcas distintas de un determinado producto. El estudio ha arrojado la siguiente estimación de la matriz de probabilidades de cambiarse de una marca a otra cada mes:

1. Si en la actualidad la participación de mercado de cada marca es de 45%, 25% y 30%, respectivamente.

¿Cuáles serán las participaciones de mercado de cada marca en dos meses más?

$\left [\begin{array} 0.7,0.2,0.1\\0.05,0.93,0.02\\0.4,0.08,0.52\end{array}\right]$

La marca

Particion = $\left [\begin{array} 0.45\\0.25\\0.3\end{array}\right]$ tiempo meses

***Para saber como son las particiones del mercado en un plazo de 2 meses elevaremos la matriz de Markov al cuadrado y multiplicaremos por la particion que tiene el mercado***

statesNames=c("Marca 1", "Marca 2","Marca 3")  
mrc<- new ("markovchain", transitionMatrix= matrix(c(0.7,0.2,0.1,0.05,0.93,0.02,0.4,0.08,0.52),  
byrow=TRUE,nrow=3,dimnames=list(statesNames,statesNames)))  
mercado <-c(0.45,0.25,0.30)  
Partmer<-(mercado\*mrc^2)  
print(Partmer)

## Marca 1 Marca 2 Marca 3  
## [1,] 0.412975 0.428225 0.1588

1. Cuál es la cuota de mercado en el largo plazo para cada una de las marcas? Calculamos las probabilidades a largo plazo

ProbLargoPlazo<-steadyStates(mrc)  
print(ProbLargoPlazo)

## Marca 1 Marca 2 Marca 3  
## [1,] 0.2176871 0.707483 0.07482993

# Ejercicio 12.

Cada año, durante la temporada de siembra de marzo a septiembre, un jardinero realiza una prueba química para verificar la condición de la tierra. Segúnel resultado de la prueba, la productividad en la nueva temporada puede ser uno de tres estados: (1)buena, (2)regular, (3)mala. A lo largo de los años, el jardinero ha observado que la condición de la tierra del año anterior afecta la probavilidad del año actual y que la situación se describe mediante la siguiente cadena de Markok:

Mi variable aleatoria es: La ubicación donde se enccuentra un auto

Los estados: $M = {"Phoenix","Denver","Chicago","Atlanta"}$ 4 estados/ciudades.

Temporalidad: Por año $\left[\begin{array}0 0,0.2,0.6,0.2\\0,0,0.6,0.4\\0,0.5,0,0.5\\0.1,0.1,0.8,0\end{array}\right]$

statesNames = c("Buena","Regular","Mala")  
p\_p12 <- new ("markovchain", transitionMatrix = matrix   
(c(0.2,0.5,0.3,0,0.5,0.5,0,0,1), byrow = TRUE , nrow = 3, dimnames = list(statesNames, statesNames)))  
plot(p\_p12)

![](data:image/png;base64,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)

print(summary(p\_p12))

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## Mala   
## Recurrent classes:   
## {Mala}  
## Transient classes:   
## {Buena},{Regular}  
## The Markov chain is not irreducible   
## The absorbing states are: Mala  
## $closedClasses  
## $closedClasses[[1]]  
## [1] "Mala"  
##   
##   
## $recurrentClasses  
## $recurrentClasses[[1]]  
## [1] "Mala"  
##   
##   
## $transientClasses  
## $transientClasses[[1]]  
## [1] "Buena"  
##   
## $transientClasses[[2]]  
## [1] "Regular"

statesNames = c("Buena","Regular","Mala")  
p1\_p12 <- new ("markovchain", transitionMatrix = matrix(c(0.3,0.6,0.1,0.1,0.6,0.3,0.05,0.4,0.55), byrow = TRUE , nrow = 3, dimnames = list(statesNames, statesNames)))  
  
plot(p1\_p12)

![](data:image/png;base64,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)

print(summary(p1\_p12))

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## Buena Regular Mala   
## Recurrent classes:   
## {Buena,Regular,Mala}  
## Transient classes:   
## NONE   
## The Markov chain is irreducible   
## The absorbing states are: NONE  
## $closedClasses  
## $closedClasses[[1]]  
## [1] "Buena" "Regular" "Mala"   
##   
##   
## $recurrentClasses  
## $recurrentClasses[[1]]  
## [1] "Buena" "Regular" "Mala"   
##   
##   
## $transientClasses  
## list()

a)¿Cúales son los tiempos esperados de recurrencia de cada estado?

#para la matriz P  
print(meanRecurrenceTime(p\_p12))

## Mala   
## 1

#para la matriz P1  
print(meanRecurrenceTime(p1\_p12))

## Buena Regular Mala   
## 9.833333 1.903226 2.681818

1. Un jardín necesita dos sacos de fetilizante si la tierra es buena. La cantidad se incrementa en 25% si la tierra es regular, y 60% si la tierra es mala. El costo del fertilizante es de $50 por saco. El jardinero estima un rendimiento anual de $250 si no se utiliza fertilizante,

costos<- 50\*c(1,1.25,1.6)  
rendimientoAnualSF <- 250 #sin fertilizante  
rendimientoAnualCF <- 420 #sin fertilizante  
#print(sum(costos\*steadyStates(p1\_p12)))  
  
print(rendimientoAnualCF - sum(costos\*steadyStates(p1\_p12)))

## [1] 352.2458

***Es redituable utilizar fertilizante porque el rendimiento anual seria de $352 que es mayor a $250 sin utilizar fertilizante.***

c)Considere la matrix de transicion del jardinero con fertilizantes, ccalcule el tiempo esperado de primera pasada desde los estados 2 y 3 (regular y mala) al estado 1 (bueno).

print(meanFirstPassageTime(p1\_p12))

## Buena Regular Mala  
## Buena 0.00000 1.774194 4.545455  
## Regular 12.50000 0.000000 3.636364  
## Mala 13.33333 2.419355 0.000000

***El tiempo esperado desde el estado Regular a buena es de 12.5 años y de Mala a Regular es de 13.3 años.***

1. Considere la matriz de transicion del jardinero sin fertilizantes, calcule la probabilidad de absorcion al estado 3 (condición de tierra mala).

print(absorptionProbabilities(p\_p12))

## Mala  
## Buena 1  
## Regular 1

# Ejercicio 13.

Considere una tienda departamental que clasifica el saldo de la cuenta de un cliente como pagada(estado 0), 1 a 30 días de retraso (estado 1), 31 a 60 días de retraso(estado 2), o mala deuda(estado 3). Las cuentas se revisan cada mes y se determina el estado de cada cliente. En general, los créditos no se extienden y se espera que los deudores paguen sus cuentas lo más pronto posible. En ocasiones, los clientes no pagan en la fecha límite. Si esto ocurre cuando els aldo queda dentro de los 30 días de retraso, la tienda considera que este cliente permanece en el estado 1. Si esto ocurre cuando el saldo est+a entre 31 y 60 días de retraso, la tienda considera que el cliente se mueve al estado 2. Los clientes que tienen más de 60 días de retraso se clasifican en la categoría de una mala deuda(estado 3), en cuyo caso envía las cuentas a una agencia de cobro.

Despues de examinar los datos de años anteriores en la progresión mes a mes de los clientes individuales de estado a estado, la tienda ha desarrollado la siguiente matriz de transición:

$$\left[\begin{array} \_1, 0, 0, 0\\ 0.7, 0.2, 0.1, 0\\ 0.5, 0.1, 0.2, 0.2\\0, 0, 0, 1\end{array}\right]$$

a) Construya la matriz de transición de estados.

statesNames = c("0: Saldo Pagado", "1: 1 a 30 días de retraso", "2: 31 a 60 días de retraso", "3: Mala deuda")  
  
mc\_p13deudas <- new("markovchain", transitionMatrix = matrix(c(1, 0, 0, 0, 0.7, 0.2, 0.1, 0, 0.5, 0.1, 0.2, 0.2, 0, 0, 0, 1), byrow = TRUE, nrow = 4, dimnames = list(statesNames,statesNames)))  
  
summary(mc\_p13deudas)

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## 0: Saldo Pagado   
## 3: Mala deuda   
## Recurrent classes:   
## {0: Saldo Pagado},{3: Mala deuda}  
## Transient classes:   
## {1: 1 a 30 días de retraso,2: 31 a 60 días de retraso}  
## The Markov chain is not irreducible   
## The absorbing states are: 0: Saldo Pagado 3: Mala deuda

print(mc\_p13deudas)

## 0: Saldo Pagado 1: 1 a 30 días de retraso  
## 0: Saldo Pagado 1.0 0.0  
## 1: 1 a 30 días de retraso 0.7 0.2  
## 2: 31 a 60 días de retraso 0.5 0.1  
## 3: Mala deuda 0.0 0.0  
## 2: 31 a 60 días de retraso 3: Mala deuda  
## 0: Saldo Pagado 0.0 0.0  
## 1: 1 a 30 días de retraso 0.1 0.0  
## 2: 31 a 60 días de retraso 0.2 0.2  
## 3: Mala deuda 0.0 1.0

1. Dibuje el diagrama de transición de estados.

plot(mc\_p13deudas)
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absorbingStates(mc\_p13deudas)

## [1] "0: Saldo Pagado" "3: Mala deuda"

1. Aunque cada cliente acaba por llegar al estado 0 o al estado 3, la tienda se interesa en determinar la probabilidad de que un cliente llegue a ser un mal deudor dado que la cuenta pertenece al estado de 1 a 30 días de retraso, y de igual forma, si se encuentra en 31 a 60 días de retraso.

***Nuestro estado “1 a 30 dias” es un estado trancitorio nos queda los siguiete:***

print(absorptionProbabilities(mc\_p13deudas))

## 0: Saldo Pagado 3: Mala deuda  
## 1: 1 a 30 días de retraso 0.9682540 0.03174603  
## 2: 31 a 60 días de retraso 0.7460317 0.25396825

# Ejercicio 14.

Un proceso de producción incluye una máquina que se deteriora con rapidez tanto en la calidad como en la cantidad de producción con el trabajo pesado, por lo que se inspecciona al final de cada día. Después de la inspección se clásica la condición de la máquina en uno de cuatro estados posibles

Estado Condicion 0 Tan buena como nueva 1 Operable: deteriodo minimo 2 Operable: deteriodo mayor 3 Inoperable y Remplazable por una tan buena como nueva

El proceso se puede modelar como una cadena de Markov con matriz de transición (de un paso) P dada por: $\left [\begin{array} 0,0.2,7/8/16,1/16\\0,3/4,1/8,1/8\\0,0,1/2,1/2\\1,0,0,0\end{array}\right]$ $X(t)={$Estados de la maquina$}$ tiempo dias

1. Encuentre las probabilidades de estado estable.

statesNames=c("0", "1","2","3")  
mc\_p14<- new ("markovchain", transitionMatrix= matrix(c(0,7/8,1/16,1/16,0,3/4,1/8,1/8,0,0,1/2,1/2,1,0,0,0),byrow=TRUE,nrow=4,dimnames=list(statesNames,statesNames)))  
  
ProbLargoPlazo<-steadyStates(mc\_p14)  
print(ProbLargoPlazo)

## 0 1 2 3  
## [1,] 0.1538462 0.5384615 0.1538462 0.1538462

1. Si los costos respectivos por estar en los estados 0, 1, 2, 3 son 0, 1 000, 3 000 y 6 000 dólares, ¿cuál es el costo diario esperado a largo plazo?

#Multiplicamos el estado estable por los costos y sumamos  
costos <-c(0,1000,3000,6000)  
print(sum(costos\*ProbLargoPlazo))

## [1] 1923.077

#CT es de 1923.077

1. Encuentre el tiempo de recurrencia esperado del estado 0 (esto es, el tiempo esperado que una máquina se puede usar antes de tener que reemplazarla).

meanRecurrenceTime(mc\_p14)

## 0 1 2 3   
## 6.500000 1.857143 6.500000 6.500000

***La maquina puede ser utilizada 6 dias y medio***

# Ejercicio 15.

Una unidad importante consta de dos componentes colocadas en paralelo. La unidad tiene un desempeño satisfactorio si una de las dos componentes está en operación. Por lo tanto, sólo se opera una de ellas a la vez, pero ambas se mantienen operativas (capaces de operar) tanto como sea posible, reparándolas cuando se necesite. Un componente operativo tiene una probabilidad de 0.2 de descomponerse en un periodo dado. Cuando ocurre,el componente en paralelo opera, si está operativo, al comenzar el siguiente periodo. Sólo se puede reparar un componente a la vez. Una reparación se inicia al principio del primer periodo disponible y termina al final del siguiente. Sea Xt un vector con dos elementos U y V , donde U es el número de componentes operativos al final del periodo t y V el número de periodos de reparación que transcurren para componentes que todavía no son operativos. Entonces, V = 0 si U = 2 o si U = 1 y la reparación del componente no operativo se está realizando. Como la reparación toma dos periodos, V = 1 si U = 0 (pues el componente no operativo espera iniciar su reparación mientras la otra entra al segundo periodo) o si U = 1 y el componente no operativo está en su segundo periodo. Así, el espacio de estados contiene cuatro estados (2, 0), (1, 0), (0, 1) y (1, 1). Denote estos estados por 0, 1, 2, 3, respectivamente. {Xt}(t = 0, 1, . . .) es una cadena de Markov (suponga que X0 = 0)con matriz de transición (de un paso)

Mi variable aleatoria es: $x(t) = {$Componentes en operación$}$

Los estados: $M = {"0", "1","2","3"}$ Desempeño

Temporalidad: Por periodo

Matriz de transición (a 1 paso):

$$\left[\begin{array} 00.8,0.2,0,0\\0,0,0.2,0.8\\0,1,0,0\\0.8,0.2,0,0\end{array}\right]$$

1. ¿Cuál es la probabilidad de que la unidad no esté operable después de n periodos (porque ambas componentes estén descompuestas), para n = 2, 5, 10, 20?

statesNames = c("0", "1","2","3")  
mc\_p15= new ("markovchain", transitionMatrix = matrix   
(c(0.8,0.2,0,0,0,0,0.2,0.8,0,1,0,0,0.8,0.2,0,0), byrow = TRUE , nrow = 4, dimnames = list(statesNames, statesNames)))  
plot(mc\_p15)

![](data:image/png;base64,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)

print(summary(mc\_p15))

## Unnamed Markov chain Markov chain that is composed by:   
## Closed classes:   
## 0 1 2 3   
## Recurrent classes:   
## {0,1,2,3}  
## Transient classes:   
## NONE   
## The Markov chain is irreducible   
## The absorbing states are: NONE  
## $closedClasses  
## $closedClasses[[1]]  
## [1] "0" "1" "2" "3"  
##   
##   
## $recurrentClasses  
## $recurrentClasses[[1]]  
## [1] "0" "1" "2" "3"  
##   
##   
## $transientClasses  
## list()

print(mc\_p15^2)

## 0 1 2 3  
## 0 0.64 0.16 0.04 0.16  
## 1 0.64 0.36 0.00 0.00  
## 2 0.00 0.00 0.20 0.80  
## 3 0.64 0.16 0.04 0.16

print(mc\_p15^5)

## 0 1 2 3  
## 0 0.61952 0.19488 0.03712 0.14848  
## 1 0.59392 0.17408 0.04640 0.18560  
## 2 0.64000 0.23200 0.02560 0.10240  
## 3 0.61952 0.19488 0.03712 0.14848

print(mc\_p15^10)

## 0 1 2 3  
## 0 0.6152913 0.1922044 0.03850086 0.1540035  
## 1 0.6160138 0.1929815 0.03820093 0.1528037  
## 2 0.6141051 0.1910047 0.03897805 0.1559122  
## 3 0.6152913 0.1922044 0.03850086 0.1540035

print(mc\_p15^20)

## 0 1 2 3  
## 0 0.6153845 0.1923076 0.03846159 0.1538464  
## 1 0.6153854 0.1923085 0.03846121 0.1538448  
## 2 0.6153831 0.1923061 0.03846218 0.1538487  
## 3 0.6153845 0.1923076 0.03846159 0.1538464

***La probabilidad de que la unidad no esté operable después de n periodos es 4%, 3.7%, 3.9%, y 3.08 respectivamente***

1. ¿Cuáles son las probabilidades de estado estable del estado de esta cadena de Markov?

desem = c(0, 1, 0,0)  
print(desem\*(mc\_p15^20))

## 0 1 2 3  
## [1,] 0.6153854 0.1923085 0.03846121 0.1538448

***Las probabilidades de estado estable del estado de esta cadena de Markov son 61.53%, 19.23%, 3.84%,y 15.38%***

1. Si cuesta 30 000 dólares por periodo que la unidad no opere (ambas componentes descompuestas) y cero en otro caso, ¿cuál es el costo promedio esperado (a la larga) por periodo?

p= 30000  
costopromedio= p\*0.038  
print(costopromedio)

## [1] 1140

***El costo promedio esperado (a la larga) por periodo es de 1140 dólares***